Unit Testing

Mock Objects to the Rescue! Test Your .NET Code with NMock
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Have you ever considered implementing unit tests for a project but dismissed the idea because the module you wanted to test either had too many dependencies or it was so difficult to isolate the unit itself that the tests started to look like integration tests? Or perhaps setting up and configuring all the external dependencies was impractical or downright impossible to achieve within your time constraints or budgets?

Mock objects can help you overcome these types of obstacles and, as an added benefit, can help enforce good design practices. In this article, I will describe how to use a publicly available dynamic mock object library called NMock, and will provide you with some of the design guidelines that I have found to be of practical use in my own work.

NMock is a great tool, but unfortunately it doesn't currently come with documentation or samples, so it's difficult to figure out what to do with it, or even for what use it is intended. I will try to illustrate the purpose and use of NMock by showing you how to write unit tests for a business logic library which is dependent on a data access layer (DAL).

**Understanding the Unit Testing Problem**

Before we embark on our journey through the sample code I've prepared for this article, it's necessary to understand the problem: unit testing libraries that have a complex set of dependencies. It is best to design libraries to have a minimal set of dependencies, but sometimes this is not practical, especially when the library has not been designed with testability in mind. When unit testing libraries with a complex set of dependencies, these dependencies may require difficult or time-consuming setup procedures which are detrimental to the test process. Consider the case of a business logic library which uses a data access component to communicate with a database server, as illustrated on the left side of **Figure 1**.

![Description: http://i.msdn.microsoft.com/cc163904.fig01(en-us).gif](data:image/png;base64,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)

Figure 1 **Mock Testing Concept**

Although the binding between the business logic library and the data access component is interface-based, the business logic library still needs to be able to access properties and methods on the data access component during unit testing, and that's where the trouble begins.

The data access component needs a connection to a database to work. This means that you need to configure the component to access the right database, and you almost certainly need to set up a test instance of the database so that you don't risk corrupting a production database during testing. If you are using SQL Server™ 2000, this may be a fairly manageable task, but what if the data access component provides access to a mainframe-based database? In the latter case, setting up a test instance of the database may be impractical at best. And even when using SQL Server, time may be a prohibitive factor.

However, configuring the DAL for test is not the only problem in this scenario. If your data access component is part of your development project, it may not even exist yet, and even if it does, it most likely will still be under development with a number of bugs, both known and unknown. In this case, you risk possible unit test failure due to bugs in the DAL even if the code under test has no defects. In other words, in such a case the library under test would not be properly isolated from other modules, so at that point the test is actually no longer a unit test.

**Mock Objects to the Rescue**

Traditionally, unit testing terminology has included the concepts of drivers and stubs. During your career as a software developer, you have probably created quite a few of these drivers and stubs for each module you've needed to test.

A driver is a piece of software that is written with the sole purpose of accessing properties and methods on a library to test the functionality of that library. A stub is a piece of software whose only purpose is to provide the library under test with an implementation of any modules it may need to communicate with to perform its work.
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Figure 2 **Unit Testing Concepts and Implementation**

As illustrated in **Figure 2**, this concept translates well into practical terms. With the tools available today, you have a framework for implementing both drivers and stubs in a dynamic and flexible way. As an implementation of a driver, I use NUnit (currently at version 2.2), and for stubs I use NMock (currently at version 1.1) to create dynamic mock objects at run time. If you refer back to the right side of the diagram in **Figure 1**, a mock object implementing the IMyDataAccess interface has replaced the intended production DAL. NMock can create such a mock object at run time.

It is worth noting that NMock uses reflection to create mock implementations of interfaces at run time, so to use NMock it is necessary to code against interfaces instead of implementations. As this is already a well-regarded best practice, NMock helps to enforce this important design technique.

**The Shopping Sample Library**

The download for NMock consists of an assembly that can be used right away; no installation or configuration is necessary (see <http://www.nmock.org>). To illustrate the use of NMock, I'll show you how to write unit tests for a very simplified shopping basket library which uses a DAL. The library uses the DAL by accessing a data access object that implements the IShoppingDataAccess interface, which is shown here:

[Copy Code](javascript:CopyCode('ctl00_MTContentSelector1_mainContentContainer_ctl05_code');" \o "Copy Code)

using System;

namespace NMockExample.Shopping

{

public interface IShoppingDataAccess

{

string GetProductName(int productID);

int GetUnitPrice(int productID);

BasketItem[] LoadBasketItems(Guid basketID);

void SaveBasketItems(Guid basketID, BasketItem[] basketItems);

}

}

The Basket class illustrated in **Figure 3** contains functionality to perform operations such as calculating the subtotal, saving the basket to the data store, and adding a new item to the basket. You may have noticed that the constructor takes as a parameter an object that implements the IShoppingDataAccess interface. The class will use this object to perform data access operations. For more information on this pattern, which is known as "Inversion of Control," see Martin Fowler's article on the subject at [Inversion of Control Containers and the Dependency Injection pattern](http://www.martinfowler.com/articles/injection.html).
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using System;

using System.Collections;

using System.Configuration;

namespace NMockExample.Shopping

{

public class Basket

{

private ArrayList basketItems\_;

private Guid basketID\_;

private IShoppingDataAccess dataAccess\_;

public Basket(IShoppingDataAccess dataAccess)

{

Initialize(dataAccess);

}

public void AddItem(BasketItem item)

{

basketItems\_.Add(item);

}

public void Save()

{

dataAccess\_.SaveBasketItems(basketID\_,

(BasketItem[])basketItems\_.ToArray

(typeof(BasketItem)));

}

public decimal CalculateSubTotal()

{

decimal subTotal = 0;

foreach(BasketItem item in basketItems\_)

{

subTotal += item.GetPrice();

}

return subTotal;

}

private void Initialize(IShoppingDataAccess dataAccess)

{

dataAccess\_ = dataAccess;

basketItems\_ = new ArrayList();

basketID\_ = Guid.NewGuid();

}

}

}

The Basket class contains an internal list of BasketItem objects, which are shown in **Figure 4**. Given a product ID, a BasketItem object uses its internal data access object to provide product information such as unit price and product name.

![Description: http://i.msdn.microsoft.com/Global/Images/clear.gif](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABBAMAAADtO9m6AAAAMFBMVEUAAAD///////8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAC35QCXAAAAA3RSTlP//wDXyg1BAAAAAWJLR0QAiAUdSAAAAAxjbVBQSkNtcDA3MTIAAAAHT223pQAAAApJREFUGNNjUAAAACIAITMjr60AAAAASUVORK5CYII=)Figure 4 BasketItem Class

[Copy Code](javascript:CopyCode('ctl00_MTContentSelector1_mainContentContainer_ctl31_ctl00_ctl00_code');" \o "Copy Code)

using System;

namespace NMockExample.Shopping

{

public class BasketItem

{

private decimal unitPrice\_;

private int productID\_;

private int quantity\_;

private IShoppingDataAccess dataAccess\_;

private string productName\_;

public BasketItem(int productID,

int quantity, IShoppingDataAccess dataAccess)

{

Initialize(productID, quantity, dataAccess);

}

public decimal UnitPrice { get{ return unitPrice\_; } }

public int ProductID

{

get { return productID\_; }

set

{

productID\_ = value;

unitPrice\_ = dataAccess\_.GetUnitPrice(productID\_);

productName\_ = dataAccess\_.GetProductName(productID\_);

}

}

public int Quantity

{

get { return quantity\_; }

set { quantity\_ = value; }

}

public string ProductName { get { return productName\_; } }

public decimal GetPrice()

{

return unitPrice\_ \* quantity\_;

}

private void Initialize(int productID,

int quantity, IShoppingDataAccess dataAccess)

{

dataAccess\_ = dataAccess;

ProductID = productID;

Quantity = quantity;

}

}

}

As you can see, most operations in this Shopping sample library make use of data access methods, which means that I need a way to isolate the Shopping library from the DAL if I want to write meaningful unit tests—tests that truly reflect the correctness of the method under test and that are not affected by one of its dependencies and skewing the results.

**NMock to the Rescue**

All classes in the Shopping sample library expose a way to externally define the data access implementation they use, so we can use NMock to provide a dynamic mock implementation of IShoppingDataAccess to the Shopping classes.

Let's start by looking at a very simple unit test which demonstrates how to create a mock instance of IShoppingDataAccess using NMock. Before writing any code, it is necessary to add a reference to NMock.dll and add a using statement for the NMock namespace. The following code is a very simple unit test of the Basket class's Save method, though at the moment no assertions are being performed:
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DynamicMock dataAccess = new DynamicMock(typeof(IShoppingDataAccess));

Basket b = new Basket((IShoppingDataAccess)dataAccess.MockInstance);

b.Save();

To create a mock object with NMock, instantiate a new DynamicMock object, passing to its constructor the type you want it to implement. The mock object itself doesn't implement the type but is an object which contains information about the behavior of the mock object and can emit an implementation of the specified type. This is exactly what happens in the next line of code, where the Basket constructor is passed a reference to the DynamicMock object's MockInstance property.

DynamicMock uses reflection to emit an implementation of the desired type and expose it through the MockInstance property—in this case an implementation of IShoppingDataAccess. As MockInstance returns an object of type System.Object, it is necessary to cast the returned reference to the desired type.

In this case, the dynamically created implementation of IShoppingDataAccess is passed to the Basket constructor, and when the Save method is called, the Basket object can call the SaveBasketItems method on its internal IShoppingDataAccess member. Nothing was specified in the setup code, so the DynamicMock object doesn't know what to do with the call to SaveBasketItems. In this case, it doesn't matter because the method returns void. As such, this particular unit test only really tests that the Basket constructor and the Save method can be executed without exceptions.

Although this is not the most exciting unit test, it already demonstrates how to dynamically create a mock implementation of an interface. Had I passed a null reference to the Basket constructor instead of the mock object, the code would have thrown an exception when the Save method of the Basket class was called.

**Setting Up Results**

The default behavior of a mock instance is to return null from every method call that returns a reference type and to return the default value from every method call that returns a value type, so using it in the fashion I just illustrated provides very limited usefulness. It may be adequate for void methods, but falls short when you need to test a method with a return value.

Happily, the DynamicMock class allows me to modify the behavior of its MockInstance property. Before I pass the mock instance to my test target, I can call some methods on the DynamicMock class, which will instruct the mock instance to behave as I need it to.

To illustrate this, I wrote a simple unit test to test the BasketItem constructor. If you examine the code for the constructor in **Figure 4**, you will notice that during construction, the BasketItem class's ProductID property is being set, which results in two calls to the DAL. Both calls return a value, so if I had repeated my previous action, a NullReferenceException would have been thrown by the call to GetUnitPrice. When dealing with methods with return values, the default behavior of the mock instance isn't sufficient anymore. It is necessary to instruct the mock object about what to do, as shown in **Figure 5**.
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DynamicMock dataAccess = new DynamicMock(typeof(IShoppingDataAccess));

dataAccess.SetupResult("GetUnitPrice", 99, typeof(int));

dataAccess.SetupResult("GetProductName", "The Moon", typeof(int));

BasketItem item = new BasketItem(1, 2,

(IShoppingDataAccess)dataAccess.MockInstance);

Assert.AreEqual(99, item.UnitPrice);

Assert.AreEqual("The Moon", item.ProductName);

Assert.AreEqual(198, item.GetPrice());

Note that after I've created the DynamicMock object, but before I begin using it in my target library, I use the SetupResult method to modify the behavior of the mock instance. I configure it so that every time it receives a call to the GetUnitPrice method of IShoppingDataAccess, it should return 99, and every time it receives a call to GetProductName, it should return "The Moon." The SetupResult method is defined like this:
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void SetupResult(System.String methodName,

System.Object returnVal, params System.Type[] argTypes)

The first two parameters supply the method name and return value, respectively. The next parameter is an array of types that will be used to identify which method was called. Why is this necessary? Imagine for a moment that there are overloaded versions of the GetUnitPrice method, one taking as a parameter an integer value, and the other taking a System.Guid value. If the parameter list wasn't supplied to the DynamicMock object, it wouldn't know which one of the two GetUnitPrice methods I meant. To uniquely identify the method, I need to supply DynamicMock with enough information to allow it to infer the method's signature.

By calling SetupResult as I do here
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SetupResult("GetUnitPrice", 99, typeof(int));

I indicate that when the mock instance receives a call to the GetUnitPrice method that takes a single integer argument, it should return a value of 99. This allows DynamicMock to uniquely identify the method in question.

The last three lines of the unit test are just standard NUnit assertions to test that the newly created BasketItem object contains the expected data, and that it calculates the correct price.

**Setting Expectations**

The SetupResult method is still a rather blunt instrument. Any call to the configured method is answered with the same return value, no matter what parameters are used in the method call. If I want to test that the Basket class calculates correct subtotals when containing different items, I can't easily use the SetupResult method. If I tried to add two different items to the Basket object, both items would get the same unit price, as the call to GetUnitPrice would return whatever I defined with SetupResult.

To solve this problem, there are other methods in the DynamicMock class I can use, as illustrated in **Figure 6**. In this test, I add two different BasketItem objects to the Basket object. During object instantiation, each BasketItem object will call the GetUnitPrice and GetProductName methods to retrieve information from the DAL.
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DynamicMock dataAccess = new DynamicMock(typeof(IShoppingDataAccess));

dataAccess.ExpectAndReturn("GetUnitPrice", 99, 1);

dataAccess.ExpectAndReturn("GetProductName", "The Moon", 1);

dataAccess.ExpectAndReturn("GetUnitPrice", 47, 5);

dataAccess.ExpectAndReturn("GetProductName", "Love", 5);

Basket b = new Basket((IShoppingDataAccess)dataAccess.MockInstance);

b.AddItem(new BasketItem(1, 2,

(IShoppingDataAccess)dataAccess.MockInstance);

b.AddItem(new BasketItem(5, 1,

(IShoppingDataAccess)dataAccess.MockInstance);

b.Save();

decimal subTotal = b.CalculateSubTotal();

Assert.AreEqual(245, subTotal);

To configure the mock instance to return appropriate values for different parameter values, I use the ExpectAndReturn method. This method looks similar to the SetupResult method, but has a few important differences. The ExpectAndReturn method configures the mock instance to expect one call to the method, with the supplied parameter values. Instead of using parameter types to identify the target method, the method signature is inferred from the supplied parameter values.

When I use the following parameters
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ExpectAndReturn("GetUnitPrice", 99, 1);

the mock instance will return 99 when the GetUnitPrice method is called with a parameter value of 1. If the parameter value is different from 1, a VerifyException is thrown by NMock. Additionally, since the code in **Figure 6** defines the next expected call to GetUnitPrice to have a parameter value of 5, a VerifyException will be thrown if the method isn't called with that parameter. Since the mock instance is told to expect a total of two calls to GetUnitPrice, any third call would also result in an exception, even in cases where the parameter is 1 or 5.

**Let the Mock Participate in the Test**

As you've probably already noticed, the ExpectAndReturn method is a lot less forgiving than the SetupResult method. In my opinion, this is a good thing because it allows you to add a whole new level of control to your tests.

Consider a test where you use SetupResult. Aside from the obvious disadvantage that all calls to the same method return the same value, you don't get much validation out of the mock object. Regardless of whether your target library called a method zero, once, or many times, you wouldn't notice the difference. Conversely, you can use ExpectAndReturn to validate that a method was called the expected number of times, with the expected parameters, and in the expected order. With this approach, a unit test not only has the opportunity to test that a module returns the correct values, but also that it communicates with any external dependencies as designed. In fact, with some modules where most of the implementation is internal, this may very well be the only way you can perform tests in any meaningful way.

Thus, letting the mock object itself participate in the test is a very good idea, so I'll point out a few ways you can make NMock even less forgiving of the unexpected than its default settings allow.

If you take a good look at the unit test code in **Figure 6**, you may notice something odd: I didn't set an expectation for a call to SaveBasketItems, and even though the Save method is called on the Basket class, the test succeeds. This happens because SaveBasketItems returns void, so NMock can more or less just ignore the call. You can (and should) change this behavior by turning on the Strict option of the DynamicMock class, like this:
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dataAccess.Strict = true;

The Strict property defaults to false, but if you change it to true, any call which does not have an expectation set will cause a VerifyException to be thrown. In the case of the unit test in **Figure 6**, turning on the Strict option will suddenly cause the unit test to fail, as it should. However, in this case the unit test fails because the test code is faulty, not because there is a bug in the test target, so the test code should be corrected.

It may seem obvious to use ExpectAndReturn to set up an expectation for the call to SaveBasketItems, and in fact you can do that by specifying null as the return value. However, for setting up expectations for void methods, the Expect method is a more intuitive alternative. It is used and behaves just like ExpectAndReturn, except that it doesn't take a parameter that defines a return value.

When setting up the expectation for SaveBasketItems, a problem manifests itself. The SaveBasketItems method takes as its first parameter a Guid, which is the ID of the Basket object. If you examine the definition of the Basket class in **Figure 3**, you will see that this ID is generated internally during object construction, but is not externally accessible (you may argue that this constitutes one of many design flaws of the Basket class, but it illustrates my point). Since I have no way of knowing the value of the basketID parameter in advance, how can I define the expectation? The answer lies in the NMock Constraint classes:
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dataAccess.Expect("SaveBasketItems", new IsTypeOf(typeof(Guid)),

new BasketItem[]{item1, item2});

Instead of a Guid value, I use a new Constraint instance that instructs the mock object that any Guid value is acceptable. For the other parameter (the array of BasketItems), I still indicate the expected value, so although the basketID parameter is allowed to take any Guid value, the basketItems parameter is still as restricted as I can make it. In fact, NMock expectations always work with Constraint classes when setting parameter expectations. The IsEqual constraint is the default, which is why I haven't demonstrated this syntax until now.

The explicit syntax
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dataAccess.ExpectAndReturn("GetUnitPrice", 47, new IsEqual(5));

is equivalent to
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dataAccess.ExpectAndReturn("GetUnitPrice", 47, 5);

Even when using the Strict option, you are not guaranteed that the mock object validates that all methods are called the expected number of times. In the case where a method is called too many times, NMock throws an exception the first time this happens, but it doesn't automatically discover that a method was called fewer times than expected. Although it has no way of automatically knowing when the unit test is over, you can inform it manually:
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dataAccess.Verify();

Calling the Verify method at the end of your unit test tells the mock object that the test is over and that it should verify that all members were accessed the expected number of times. If a member happened to be accessed fewer times than expected, a VerifyException would be thrown.

To summarize the steps thus far, you set the Strict option to true at the beginning, stick with the expectation-setting methods throughout, and call the Verify method at the end of the unit test. With very little effort, you'll have added a whole new level of validation to your unit tests.

**Designing for Testability**

As I mentioned previously, I have designed my classes so that I can pass a reference to the data access object in the constructor. When using dynamic mocks, the mock is only defined at run time so it is necessary to provide some way for the dependent module to be assigned from outside the consuming module itself. Of course, this does not mean this is the only way. Usually, I overload the constructor so that I have one constructor in which dependencies can be assigned at run time and one in which these parameters are not included. The second type of constructor will usually become the default. For example, the Basket class could be instantiated in the following way:
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Basket b = new Basket();

The constructors which explicitly assign dependent objects at run time would typically be used only for tests. The constructor where the assignment is hidden would be used in production code. Why this distinction?

With the decoupled approach used throughout this article, modules communicate with other classes via interfaces. An interface defines methods, properties, indexers, and events, but it doesn't define constructors. This means that when a class needs to instantiate an interface implementation at run time, it has to make assumptions about the constructor.

In my opinion, the most reasonable assumption is to use the default parameterless constructor. Let's imagine that I want to use a discount calculation object with my shopping basket and I have two different types to choose from: a data-based discount class and an algorithm-based class, as illustrated in **Figure 7**. The data-based class uses a database to look up discounts defined there, whereas the algorithm-based class uses some internal algorithm to calculate discounts. When instantiating an implementation of the IMyDiscount interface, it doesn't make any sense to pass a reference to a data access module. The algorithm-based class doesn't need it, and at design time I don't know which of the two is going to be used. Using a constructor that passes a reference to a data access object would be making an unreasonable assumption about the implementation.

You may think that this is all very good, but then how can you define which interface implementation is going to be used at run time? The answer, of course, is by configuring the application. Consider a simple application configuration file for the Shopping library like the one shown here:
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<?xml version="1.0" encoding="utf-8" ?>

<configuration>

<appSettings>

<add key="IShoppingDataAccessType"

value="NMockExample.DataAccess.ShoppingDataAccess, DataAccess" />

</appSettings>

</configuration>

In this configuration file, I define that for the implementation of the IShoppingDataAccess interface, my application should use the NMockExample.DataAccess.ShoppingDataAccess type, defined in the DataAccess assembly. The default constructor for the Basket class looks like this:
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public Basket()

{

string typeName =

ConfigurationSettings.AppSettings["IShoppingDataAccessType"];

Type t = Type.GetType(typeName);

IShoppingDataAccess dataAccess =

(IShoppingDataAccess)Activator.CreateInstance(t);

Initialize(dataAccess);

}

As you can see, that's all there is to it. You get the string defining the type from the configuration file, create the type by calling the static GetType method of the Type class, and create an instance of the type by calling the static CreateInstance method of the Activator class. The CreateInstance method returns an object of type System.Object, so you need to cast it to the type you need to make further use of it.

One problem with this approach is that these three lines of code can't be unit tested with NMock. Either you need to create an empty stub assembly, or you need to test this code using your production implementation of the interface, which has all the problems I described at the beginning of the article. However, this is very simple code that always follows the same pattern: get the string from the configuration file, get the type using the string, and get an instance using the type. Chances are that if you have validated this code to work once, you shouldn't have any more problems with it. Errors might occur within this code, but that should only happen if the string happens to define a type or an assembly which couldn't be found, loaded, instantiated, or cast, or if there is a problem with the configuration file.
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Figure 7 **Two Discount Classes**

If you are still not convinced that this is a good way to define the interface implementation in production code, consider the alternative. In the example from **Figure 7**, if you don't want to specify the implementation of IMyDiscount in the configuration file, you need to pass an instance of the implementation to the Shopping library at run time. In effect, this only defers the decision to the caller of the Shopping library. It is now the caller's responsibility to figure out which interface implementation to use.

If the decision is made at design time, it means that you end up hardcoding the implementation that should be used, and you lose most of the advantages of an interface-based design.

If the decision is made at run time, it needs to involve code similar to what I just described. As a result, not much has been gained, but you have now moved the decision to a place far from the module where it is needed.

Consider a shopping app that contains a shopping basket, which may need to calculate discounts. Imagine that the Basket class has been extended a bit to implement an IBasket interface and to consume the IMyDiscount interface. The shopping app will instantiate and manipulate an IBasket object, which may or may not be an instance of the Basket class. If you want to use the Basket class, you need to pass it an IMyDiscount object. One implementation of IMyDiscount (the data-based discount module) needs a data access object, so you need to pass this object to the Basket class as well. Now you have not only made the assumption that you are going to use the Basket class, but also that the Basket class is going to use the data-based discount module. This cannot be changed without modifying the code of both the shopping application itself and the Basket class (depending on what you want to change).

Given all of these potential problems, I find the most practical course to be to let any module itself determine and instantiate the interface implementations it consumes.

**Conclusion**

In real-world software development projects, it is a rare library that doesn't have some kind of external dependency with which it communicates frequently. When unit testing libraries, you need some kind of stub to simulate those external dependencies. NMock provides you with a valuable tool for achieving this with minimal effort. Although writing unit tests still involves work, NMock offers relief from writing, configuring, and deploying your own stub classes over and over again. Defining mock instances and their behaviors at run time also gives you a degree of flexibility and test validation you probably never would have been able to achieve if you wrote your own stubs for each external dependency.

Each time I found myself in a situation in which it seemed like NMock was holding me back, it turned out to be a good time to pause and rethink my design. Each time I discovered that by making my own design better, I could overcome my problem with unit testing and NMock as well. So NMock is not only a great tool for unit testing, it also forces you to make improvements to your own object-oriented code design.
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